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**Цель работы**: доработать модель файловой системы.

**Задание:**

Дополнить программу, разработанную при выполнении лабораторной работы №7 вспомогательной утилитой, согласно варианта (см. табл. 1).

Таблица 1 – Вариант выполняемого задания

|  |  |
| --- | --- |
| Вариант | Дополнительная утилита |
| 4 | Журнализация |

**Ход работы**

На рисунке 1 показано меню программы.
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Рисунок 1 – Меню программы

На рисунке 2 показаны записи в журнале после работы с виртуальным файлом.

![](data:image/png;base64,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)

Рисунок 2 – Журнал

Журнализация осуществляет запись действий пользователя.

**Вывод:** в ходе выполнения лабораторной работы была доработана виртуальная файловая система, осуществляющая работу с текстовыми файлами и каталогами.

**ПРИЛОЖЕНИЕ А**

(обязательное)

**Текст программы**

**filesys.cpp**:

#include <stdio.h>

#include <stdlib.h>

#include <windows.h>

#include <string.h>

#include <math.h>

#include <direct.h>

struct memBlock

{

int next;

bool isFree;

bool isDir;

bool isStart;

char \*data;

char name[16];

char path[256];

};

char Jinfo[1000][100];

char Jname[1000][100];

int Jind = 0;

int j = 0;

char bufRus[256];

char\* Rus(const char\* text)

{

CharToOem(text, bufRus);

return bufRus;

}

int scanInt(const char\* dispStr)

{

int bufInt, check;

do

{

printf(Rus(dispStr));

fflush(stdin);

check = scanf("%d", &bufInt);

if ( check != 1 )

{

printf(Rus("Ошибка. Введите целое число\n"));

}

}

while ( check != 1 );

return bufInt;

}

memBlock\* freeMem(memBlock \*memory, int total\_blocks)

{

for (int i = 0; i < total\_blocks; i++)

{

delete[] memory[i].data;

}

delete[] memory;

return memory;

}

int menu(char \*path)

{

int key;

system("cls");

printf("----------------------------------\n");

printf(Rus("| МЕНЮ |\n"));

printf("----------------------------------\n");

printf(Rus("| 1) Создать файл |\n"));

printf(Rus("| 2) Редактировать текстовый файл|\n"));

printf(Rus("| 3) Удалить файл |\n"));

printf(Rus("| 4) Найти файл |\n"));

printf(Rus("| 5) Перейти в каталог |\n"));

printf(Rus("| 6) Выйти из каталога |\n"));

printf(Rus("| 7) Информация |\n"));

printf(Rus("| 8) Загрузить файл с диска |\n"));

printf(Rus("| 9) Создать структуру на диске |\n"));

printf(Rus("| 10)Форматировать |\n"));

printf(Rus("| 11)Рекластeризация |\n"));

printf(Rus("| 12)Журнал |\n"));

printf(Rus("| 13)Выход |\n"));

printf("----------------------------------\n");

printf(Rus(" Путь: %s \n"),path);

printf("----------------------------------\n");

fflush(stdin);

scanf("%d", &key);

return key;

}

memBlock\* format(memBlock \*memory, int \*total\_mem, int \*total\_blocks, int \*block\_size, int \*free\_size, char\* path)

{

int i, j;

bool flag;

system("cls");

do

{

flag = false;

\*total\_mem = scanInt("Введите количество памяти: ");

\*total\_blocks = scanInt("Введите количество блоков: ");

if ( \*total\_mem < 1 || \*total\_blocks < 1 || \*total\_mem % \*total\_blocks != 0 )

{

printf(Rus("Некорректное количество памяти/блоков.\n"));

flag = true;

}

}

while ( flag );

path[0] = '\\';

for (i = 1; i < 256; i++)

{

path[i] = '\0';

}

\*block\_size = \*total\_mem / \*total\_blocks;

\*free\_size = \*block\_size \* \*total\_blocks;

memory = new memBlock[\*total\_blocks];

for (i = 0; i < \*total\_blocks; i++)

{

memory[i].data = new char[\*block\_size];

memory[i].isFree = true;

memory[i].next = -2;

memory[i].isDir = false;

memory[i].isStart = false;

for (j = 0; j < 16; j++)

{

memory[i].name[j] = '\0';

}

for (j = 0; j < 256; j++)

{

memory[i].path[j] = '\0';

}

}

return memory;

}

memBlock\* reclustorization(memBlock \*memory, int \*total\_mem, int \*total\_blocks, int \*block\_size, int \*free\_size, char\* path)

{

memBlock \*new\_memory;

int i, j, k, l, total\_files, new\_total\_blocks, new\_block\_size, new\_free\_size, index, new\_index, buf, max;

bool flag;

system("cls");

strcpy(Jinfo[Jind], Rus("Была проведена рекластеризация"));

Jind++;

do

{

flag = false;

new\_total\_blocks = scanInt("Введите новое количество блоков: ");

if ( new\_total\_blocks < 1 || \*total\_mem % new\_total\_blocks != 0 )

{

printf(Rus("Некорректное количество блоков.\n"));

flag = true;

}

}

while ( flag );

if ( new\_total\_blocks < \*total\_blocks )

{

for (i = 0, total\_files = 0, max = 0; i < \*total\_blocks; i++)

{

if ( memory[i].isStart )

{

total\_files++;

index = i;

buf = 1;

while ( memory[index].next >= 0 )

{

index = memory[index].next;

buf++;

}

if ( buf > max )

{

max = buf;

}

}

}

if ( max >= floor( (float)\*total\_blocks / (float)total\_files ) )

{

printf(Rus("С данным количеством блоков рекластeризацию без потери данных провести невозможно.\n"));

system("pause");

return memory;

}

}

path[0] = '\\';

for (i = 1; i < 256; i++)

{

path[i] = '\0';

}

new\_block\_size = \*total\_mem / new\_total\_blocks;

new\_free\_size = new\_block\_size \* new\_total\_blocks;

new\_memory = new memBlock[new\_total\_blocks];

for (i = 0; i < new\_total\_blocks; i++)

{

new\_memory[i].data = new char[\*block\_size];

new\_memory[i].isFree = true;

new\_memory[i].next = -2;

new\_memory[i].isDir = false;

new\_memory[i].isStart = false;

for (j = 0; j < 16; j++)

{

new\_memory[i].name[j] = '\0';

}

for (j = 0; j < 256; j++)

{

new\_memory[i].path[j] = '\0';

}

}

for (i = 0; i < \*total\_blocks; i++)

{

if ( !memory[i].isStart )

{

continue;

}

if ( memory[i].isDir )

{

for (j = 0; j < new\_total\_blocks; j++)

{

if ( new\_memory[j].isFree )

{

break;

}

}

index = j;

new\_memory[index].isFree = false;

new\_memory[index].next = -1;

new\_memory[index].isDir = true;

new\_memory[index].isStart = true;

for (j = 0; j < 16; j++)

{

new\_memory[index].name[j] = memory[i].name[j];

}

for (j = 0; j < 256; j++)

{

new\_memory[index].path[j] = memory[i].path[j];

}

continue;

}

for (new\_index = 0; new\_index < new\_total\_blocks; new\_index++)

{

if ( new\_memory[new\_index].isFree )

{

break;

}

}

new\_memory[new\_index].isFree = false;

new\_memory[new\_index].next = -1;

new\_memory[new\_index].isDir = false;

new\_memory[new\_index].isStart = true;

for (j = 0; j < 16; j++)

{

new\_memory[new\_index].name[j] = memory[i].name[j];

}

for (j = 0; j < 256; j++)

{

new\_memory[new\_index].path[j] = memory[i].path[j];

}

index = i;

k = 0;

while ( index >= 0 )

{

for (j = 0; j < \*block\_size; j++)

{

new\_memory[new\_index].data[k] = memory[index].data[j];

if ( memory[index].data[j] == '\0' )

{

break;

}

k++;

if ( k >= new\_block\_size )

{

k = 0;

buf = new\_index;

for (new\_index = 0; new\_index < new\_total\_blocks; new\_index++)

{

if ( new\_memory[new\_index].isFree )

{

break;

}

}

new\_memory[new\_index].isFree = false;

new\_memory[new\_index].next = -1;

new\_memory[new\_index].isDir = false;

new\_memory[new\_index].isStart = false;

for (l = 0; l < 16; l++)

{

new\_memory[new\_index].name[l] = memory[i].name[l];

}

for (l = 0; l < 256; l++)

{

new\_memory[new\_index].path[l] = memory[i].path[l];

}

new\_memory[buf].next = new\_index;

}

}

index = memory[index].next;

}

}

for (i = 0, new\_free\_size = 0; i < new\_total\_blocks; i++)

{

if ( new\_memory[i].isFree )

{

new\_free\_size += new\_block\_size;

}

}

memory = freeMem(memory, \*total\_blocks);

\*total\_blocks = new\_total\_blocks;

\*block\_size = new\_block\_size;

\*free\_size = new\_free\_size;

return new\_memory;

}

void delBlock(memBlock \*memory, int index, int \*free\_size, int block\_size)

{

int i;

\*free\_size = \*free\_size + block\_size;

memory[index].isDir = false;

memory[index].isStart = false;

memory[index].isFree = true;

memory[index].next = -2;

for (i = 0; i < 16; i++)

{

memory[index].name[i] = '\0';

}

for (i = 0; i < 256; i++)

{

memory[index].path[i] = '\0';

}

}

int deleteFile(memBlock \*memory, int total\_blocks, char \*path, int \*free\_size, int block\_size)

{

int i, j, index;

char name[16];

system("cls");

printf(Rus("Введите имя файла: "));

fflush(stdin);

gets(name);

for (i = 0, index = -2; i < total\_blocks && index == -2; i++)

{

if ( strcmp(memory[i].path, path) == 0 && strcmp(memory[i].name, name) == 0 && memory[i].isStart )

{

index = i;

strcpy(Jinfo[Jind],Rus("Был удалён файл/каталог"));

strcpy(Jname[Jind], name);

Jind++;

}

}

if ( index == -2 )

{

printf(Rus("Файл с таким именем в директории не найден.\n"));

strcpy(Jinfo[Jind],Rus("Попытка удаления несуществующего файла"));

strcpy(Jname[Jind],name);

Jind++;

system("pause");

return 1;

}

while ( index >= 0 )

{

i = index;

index = memory[i].next;

delBlock(memory, i, free\_size, block\_size);

}

return 0;

}

int createFile(memBlock \*memory, int total\_blocks, int block\_size, int \*free\_size, char \*path)

{

int i, index;

char check;

char name[16];

bool flag;

system("cls");

for (i = 0, flag = true; i < total\_blocks && flag; i++)

{

if ( memory[i].isFree )

{

index = i;

flag = false;

}

}

if ( flag )

{

printf(Rus("Для создания файла нет свободных блоков памяти.\n"));

system("pause");

return 1;

}

printf(Rus("Введите тип файла (d - каталог / другое - текстовый файл): "));

fflush(stdin);

scanf("%c", &check);

printf(Rus("Введите имя файла (до 16 символов): "));

fflush(stdin);

gets(name);

i = 0;

while ( name[i] != '\0' && i < 16)

{

if ( name[i] == '\\' || name[i] == '/' || name[i] == ':' || name[i] == '\*' || name[i] == '?' || name[i] == '.' || name[i] == '\"' || name[i] == '<' || name[i] == '>' || name[i] == '|' )

{

printf(Rus("В имени файла нельзя использовать символы \\, /, :, \*, ?, ., \", <, >, |.\n"));

system("pause");

return 1;

}

i++;

}

for (i = 0, flag = true; i < total\_blocks && flag; i++)

{

if ( strcmp(memory[i].path, path) == 0 && strcmp(memory[i].name, name) == 0 && memory[i].isStart )

{

flag = false;

}

}

if ( !flag )

{

printf(Rus("Файл с таким именем уже существует.\n"));

system("pause");

return 1;

}

\*free\_size = \*free\_size - block\_size;

for (i = 0; i < 16; i++)

{

memory[index].name[i] = name[i];

}

for (i = 0; i < 256; i++)

{

memory[index].path[i] = path[i];

}

for (i = 0; i < block\_size; i++)

{

memory[index].data[i] = '\0';

}

memory[index].isDir = ( check == 'd' ) ? true : false;

memory[index].next = -1;

memory[index].isFree = false;

memory[index].isStart = true;

if( memory[index].isDir ){

strcpy(Jinfo[Jind],Rus("Был создан каталог"));

strcpy(Jname[Jind], name);

Jind++;

} else {

strcpy(Jinfo[Jind],Rus("Был создан файл"));

strcpy(Jname[Jind], name);

Jind++;

}

return 0;

}

void searchFile(memBlock \*memory, int total\_blocks)

{

int i;

char name[16];

system("cls");

printf(Rus("Введите имя файла: "));

fflush(stdin);

gets(name);

strcpy(Jinfo[Jind],Rus("Поиск файла"));

strcpy(Jname[Jind], name);

Jind++;

printf(Rus("Список найденных файлов:\n"));

for (i = 0; i < total\_blocks; i++)

{

if ( memory[i].isStart && strcmp(memory[i].name, name) == 0 )

{

printf("%s%s\n", memory[i].path, memory[i].name);

}

}

system("pause");

}

int editFile(memBlock \*memory, int total\_blocks, int block\_size, int \*free\_size, char \*path)

{

int i, j, k, l, index;

char name[16];

char str[256];

system("cls");

printf(Rus("Введите имя файла: "));

fflush(stdin);

gets(name);

strcpy(Jinfo[Jind],Rus("Запрос на редактирование файла"));

strcpy(Jname[Jind], name);

Jind++;

for (i = 0, index = -2; i < total\_blocks && index == -2; i++)

{

if ( strcmp(memory[i].path, path) == 0 && strcmp(memory[i].name, name) == 0 && memory[i].isStart && !memory[i].isDir )

{

index = i;

}

}

if ( index == -2 )

{

printf(Rus("Файл с таким именем в директории не найден.\n"));

system("pause");

return 1;

}

printf(Rus("Старый текст файла:\n%s"), strncpy(str, memory[index].data, block\_size));

i = memory[index].next;

memory[index].next = -1;

while ( i >= 0 )

{

j = i;

printf("%s", strncpy(str, memory[j].data, block\_size));

i = memory[j].next;

delBlock(memory, j, free\_size, block\_size);

}

printf(Rus("\nВведите новый текст файла:\n"));

fflush(stdin);

gets(str);

l = strlen(str) + 1;

if ( l > \*free\_size + block\_size )

{

printf(Rus("Ошибка. Недостаточно свободного пространства для записи строки.\n"));

system("pause");

return 1;

}

for (i = 0, l = ceil((float) l / (float) block\_size); i < l; i++)

{

strncpy(memory[index].data, &(str[i\*block\_size]), block\_size);

for (j = 0; j < total\_blocks; j++)

{

if ( memory[j].isFree )

{

break;

}

}

if ( i + 1 == l )

{

break;

}

\*free\_size = \*free\_size - block\_size;

for (k = 0; k < 16; k++)

{

memory[j].name[k] = memory[index].name[k];

}

for (k = 0; k < 256; k++)

{

memory[j].path[k] = memory[index].path[k];

}

for (k = 0; k < block\_size; k++)

{

memory[j].data[k] = '\0';

}

memory[j].next = -1;

memory[j].isDir = false;

memory[j].isFree = false;

memory[j].isStart = false;

memory[index].next = j;

index = j;

}

return 0;

}

int toDir(memBlock \*memory, int total\_blocks, char \*path)

{

int i, index;

char name[16];

system("cls");

printf(Rus("Введите имя директории: "));

fflush(stdin);

gets(name);

strcpy(Jinfo[Jind],Rus("Запрос перехода в каталог"));

strcpy(Jname[Jind], name);

Jind++;

for (i = 0, index = -2; i < total\_blocks && index == -2; i++)

{

if ( strcmp(memory[i].path, path) == 0 && strcmp(memory[i].name, name) == 0 && memory[i].isStart && memory[i].isDir )

{

index = i;

}

}

if ( index == -2 )

{

printf(Rus("Директория с таким именем не найдена.\n"));

system("pause");

return 1;

}

strcpy(&(path[strlen(path)]), memory[index].name);

path[strlen(path)] = '\\';

return 0;

}

void exitDir(char \*path)

{

int i;

strcpy(Jinfo[Jind],Rus("Запрос выхода из каталога"));

Jind++;

i = strlen(path) - 1;

if ( i > 0 )

{

path[i--] = '\0';

while( path[i] != '\\' )

{

path[i--] = '\0';

}

}

}

void showInfo(memBlock \*memory, int total\_mem, int total\_blocks, int block\_size, int free\_size)

{

int i;

char str[256];

char buf[5];

strcpy(Jinfo[Jind],Rus("Была показана информация о системе"));

Jind++;

system("cls");

printf(Rus("Всего памяти: %d\nСвободно памяти: %d\nВсего блоков: %d\nСвободно блоков: %d\nПамяти в блоке: %d\n"), total\_mem, free\_size, total\_blocks, free\_size/block\_size, block\_size);

printf("\xC9\xC4\xC4\xC4\xC4\xC4\xCB\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xCB\xC4\xC4\xC4\xC4\xC4\xBB\n\xB3 N \xB3 ");

printf(Rus("Имя"));

printf(" \xB3");

printf(Rus(" Тип "));

printf("\xB3\n");

for (i = 0; i < total\_blocks; i++)

{

strcpy(str, memory[i].path);

strcpy(&(str[strlen(str)]), memory[i].name);

printf("\xCC\xC4\xC4\xC4\xC4\xC4\xCE\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xCE\xC4\xC4\xC4\xC4\xC4\xB9\n\xB3%5d\xB3%-25s\xB3 %c \xB3\n", i+1, str, memory[i].isFree ? ' ' : memory[i].isDir ? 'D' : 'F');

}

printf("\xC8\xC4\xC4\xC4\xC4\xC4\xCA\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xC4\xCA\xC4\xC4\xC4\xC4\xC4\xBC\n");

system("pause");

}

int createStruct(memBlock \*memory, int total\_blocks, int block\_size)

{

int i, j, index, dlen, errs;

char\*\* dirs;

char path[32], fpath[304], str[256];

FILE\* f;

system("cls");

printf(Rus("Введите путь и название директории, где будет создана структура (D:\\test): "));

fflush(stdin);

gets(path);

strcpy(Jinfo[Jind],Rus("Запрос на создание структуры по адресу:"));

strcpy(Jname[Jind], path);

Jind++;

if ( path[0] == '\0' )

{

strcpy(path, "D:\\test");

}

if ( mkdir(path) )

{

printf(Rus("Не удалось создать каталог %s\n"), path);

system("pause");

return 1;

}

for (i = 0, dlen = 0; i < total\_blocks; i++)

{

if ( memory[i].isDir && memory[i].isStart )

{

dlen++;

}

}

dirs = new char\*[dlen];

for (i = 0; i < dlen; i++)

{

dirs[i] = new char[304];

}

for (i = 0, dlen = 0; i < total\_blocks; i++)

{

if ( memory[i].isDir && memory[i].isStart )

{

strcpy(dirs[dlen], path);

strcpy(&(dirs[dlen][strlen(dirs[dlen])]), memory[i].path);

strcpy(&(dirs[dlen][strlen(dirs[dlen])]), memory[i].name);

dlen++;

}

}

do

{

for (i = 0, errs = 0; i < dlen; i++)

{

errs += mkdir(dirs[i]);

}

}

while ( dlen + errs );

for (i = 0; i < total\_blocks; i++)

{

if ( !memory[i].isDir && memory[i].isStart )

{

strcpy(fpath, path);

strcpy(&(fpath[strlen(fpath)]), memory[i].path);

strcpy(&(fpath[strlen(fpath)]), memory[i].name);

strcpy(&(fpath[strlen(fpath)]), ".txt");

f = fopen(fpath, "w");

index = i;

str[block\_size] = '\0';

while ( index >= 0 )

{

fprintf(f, "%s", strncpy(str, memory[index].data, block\_size));

index = memory[index].next;

}

fclose(f);

}

}

system("pause");

for (i = 0; i < dlen; i++)

{

delete[] dirs[i];

}

delete[] dirs;

return 0;

}

int loadFromDisc(memBlock \*memory, int total\_blocks, int block\_size, int \*free\_size, char \*path)

{

FILE\* f;

char fpath[32];

char name[16];

char \*data;

int i, j, k, fsize, index;

bool flag;

system("cls");

printf(Rus("Введите путь к текстовому файлу, который нужно загрузить (D:\\test.txt): "));

fflush(stdin);

gets(fpath);

strcpy(Jinfo[Jind],Rus("Запрос на загрузку файла с диска"));

strcpy(Jname[Jind], fpath);

Jind++;

if ( fpath[0] == '\0' )

{

strcpy(fpath, "D:\\test.txt");

}

f = fopen(fpath, "r");

if ( !f )

{

printf(Rus("Не удалось открыть файл %s.\n"), fpath);

system("pause");

return 1;

}

fseek(f, 0, SEEK\_END);

fsize = ftell(f) + 1;

fseek(f, 0, SEEK\_SET);

if ( fsize > \*free\_size )

{

printf(Rus("Файл слишком большой.\n"));

system("pause");

return 1;

}

printf(Rus("Придумайте, как будет называться файл в виртуальном файле: "));

fflush(stdin);

gets(name);

i = 0;

while ( name[i] != '\0' && i < 16 )

{

if ( name[i] == '\\' || name[i] == '/' || name[i] == ':' || name[i] == '\*' || name[i] == '?' || name[i] == '.' || name[i] == '\"' || name[i] == '<' || name[i] == '>' || name[i] == '|' )

{

printf(Rus("В имени файла нельзя использовать символы \\, /, :, \*, ?, ., \", <, >, |.\n"));

system("pause");

return 1;

}

i++;

}

for (i = 0, flag = true; i < total\_blocks && flag; i++)

{

if ( strcmp(memory[i].path, path) == 0 && strcmp(memory[i].name, name) == 0 && memory[i].isStart )

{

flag = false;

}

}

if ( !flag )

{

printf(Rus("Файл с таким именем уже существует.\n"));

system("pause");

return 1;

}

data = new char[fsize];

fread(data, sizeof(char), fsize-1, f);

data[fsize-1] = '\0';

for (index = 0; index < total\_blocks; index++)

{

if ( memory[index].isFree )

{

break;

}

}

\*free\_size = \*free\_size - block\_size;

for (k = 0; k < 16; k++)

{

memory[index].name[k] = name[k];

}

for (k = 0; k < 256; k++)

{

memory[index].path[k] = path[k];

}

for (k = 0; k < block\_size; k++)

{

memory[index].data[k] = '\0';

}

memory[index].next = -1;

memory[index].isDir = false;

memory[index].isFree = false;

memory[index].isStart = true;

for (i = 0, fsize = ceil((float) fsize / (float) block\_size); i < fsize; i++)

{

strncpy(memory[index].data, &(data[i\*block\_size]), block\_size);

for (j = 0; j < total\_blocks; j++)

{

if ( memory[j].isFree )

{

break;

}

}

if ( i + 1 == fsize )

{

break;

}

\*free\_size = \*free\_size - block\_size;

for (k = 0; k < 16; k++)

{

memory[j].name[k] = name[k];

}

for (k = 0; k < 256; k++)

{

memory[j].path[k] = path[k];

}

for (k = 0; k < block\_size; k++)

{

memory[j].data[k] = '\0';

}

memory[j].next = -1;

memory[j].isDir = false;

memory[j].isFree = false;

memory[j].isStart = false;

memory[index].next = j;

index = j;

}

fclose(f);

delete[] data;

return 0;

}

int main()

{

memBlock \*memory;

int key, total\_mem, total\_blocks, block\_size, free\_size;

char path[256];

memory = format(memory, &total\_mem, &total\_blocks, &block\_size, &free\_size, path);

do

{

key = menu(path);

switch (key)

{

case 1:

// Создать файл, запретить ввод неподходящих символов

createFile(memory, total\_blocks, block\_size, &free\_size, path);

break;

case 2:

// Редактировать текстовый файл

editFile(memory, total\_blocks, block\_size, &free\_size, path);

break;

case 3:

// Удалить файл

deleteFile(memory, total\_blocks, path, &free\_size, block\_size);

break;

case 4:

// Найти файл

searchFile(memory, total\_blocks);

break;

case 5:

// Перейти в каталог

toDir(memory, total\_blocks, path);

break;

case 6:

// Выйти из каталога

exitDir(path);

break;

case 7:

// Информация

showInfo(memory, total\_mem, total\_blocks, block\_size, free\_size);

break;

case 8:

// Загрузить файл с диска

loadFromDisc(memory, total\_blocks, block\_size, &free\_size, path);

break;

case 9:

// Создать структуру на диске

createStruct(memory, total\_blocks, block\_size);

break;

case 10:

// Форматировать

memory = freeMem(memory, total\_blocks);

memory = format(memory, &total\_mem, &total\_blocks, &block\_size, &free\_size, path);

Jind = 0;

break;

case 11:

// Рекласторизация

memory = reclustorization(memory, &total\_mem, &total\_blocks, &block\_size, &free\_size, path);

break;

case 12:

// Вывод журнала

system("cls");

for(j = 0; j < Jind; j++){

printf(Rus("%d. %s %s\n"),j+1, Jinfo[j], Jname[j]);

}

system("pause");

break;

}

}

while ( key != 13 );

freeMem(memory, total\_blocks);

return 0;

}